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Intfroduction and Motivation
Co |

1 Software engineers need to explore execution traces for a

variety of reasons such as:

o Understand why an unexpected behaviour occurs
o Understanding how a feature is implemented

o Detecting performance bottlenecks

o Studying the impact of making changes to a system
O Run-time monitoring

o Etc.

0 Traces, however, tend to be excessively large and hard to

understand
o Trace abstraction and analysis tools are needed to help software
engineers understand and analyze large traces




Trace Abstraction Techniques
I

1 Obijective:

o0 To facilitate the understanding, exploration, and analysis
of large traces by abstracting out their main content

1 Categories of trace abstraction techniques:
0 Pattern Detection
o Utility Removal
O Data Collection

O Visualization Techniques



Pattern Detection Techniques
N

7 We define a trace pattern as a sequence of events

that occurs repetitively but non-contiguously in
several places in the trace

1 The more patterns in a trace, the less time is
required to understand its content

0 Software engineers do not need to understand the
same sequence twicel



Example of Using Patterns in a Trace
Analysis Tool

Trace Exploration - trace3.ctf - Eclipse Platform
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More about Patterns

I
7 Instances of the same pattern do not need to be
identical

o In fact, exact matching never leads to good
abstraction!

O Matching criteria need to be defined to enable
generalization of a trace content

0 ldeally, an extracted trace pattern should
correspond to an abstract concept

0 E.g. a user identifiable computation of some feature
o But reality is far from the ideal!



Pattern Matching Criteria

o1 Pattern matching criteria determine when two
sequences of calls can be considered equivalent

11 Users can select the criteria according to their
knowledge of the system and the complexity of the
trace
O E.g. identical patterns might be useful to novices but less

useful to experts.

7 Many matching criteria have been proposed:

o De Pauw et al., Jerding et al., Richner et al.,, Hamou-
Lhadj and Lethbridge, etc.



Example of Pattern Matching Criteria
I
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Review of Key Matching Criteria
T

o1 Ignoring Node Labels: C.obj1.m() and C.obj2.m() can be considered
identical by ignoring the objects’ names.

1 lgnoring Repetition: repetition due to loops and recursions can be
ignored when looking for patterns

/ \ 70N

B BC CC

1 lgnoring Ordering: Order of calls mlght not be important at some levels

of the call tree.
A A
B C C B



Review of Key Matching Criteria (cont.)
I

- Depth-limiting: allows comparing two subtrees up
to a certain depth

o Filtering of Components: ignoring some
components (e.g., utilities) when comparing

sequence of calls A
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Review of Key Matching Criteria (cont.)
e |

o Flattening: Ignore the structure of the tree

o Treating the sequence of calls as a set

0 Useful for experts who are not interested in the
detailed call structure

1 Edit Distance: The minimum number of operations
required to transform one sequence into another



Matching Criteria in Practice
I

o Various matching criteria have been used successfully in
various studies:

o Architectural localization (Jerding et al.): Using traces to locate the
right place in the source code where enhancements to the
architecture of the system are needed

o0 Design Recovery
m Extracting component collaboration from traces (Richner et al.)

m Recovery of high-level behavioural diagrams from traces (Hamou-
Lhadj and Lethbridge)

o Fixing defects (Systa et al.)

o Detecting caused of performance bottlenecks (De Pauw et al.)



Limitations of Matching Criteria
e

7 We need to validate the matching criteria and
analyze at which level of the trace they can be
applied usefully

7 We also need to study how they can be combined

0 It is also important to understand how the matching
criteria are used by SW engineers

o Will depend on the knowledge they have of the system
and the complexity of the task at hand



Trace Abstraction Techniques
I

O]
o Utility Removal
O

[



Utility Removal Techniques

1 Hamou-Lhadj and Lethbridge introduced the concept

of trace summarization, which is a process that
o takes a trace as input and returns a summary of its main
content as output

0 Similar in principle to text summarization

1 Key Applications:
o0 Enable top-down analysis of execution traces
0 Recovery of high-level views of the system
o0 Understanding how features are implemented



Selection of the Main Content
T |

1 Based on the removal of implementation details
(including utilities) from traces

1 A study was conducted at QNX to determine what
SW engineers consider as a utility

0 A utility:
O Is something called from several places
O Can be packaged in a non-utility module
O Is used for implementation purposes

1 Not all implementation details are utilities!



Utilityhood Metric

Hamou-Lhadj and Lethbridge, 2006
8

N
Log(
Fanin(r) Fanout(r) + 1
U(r) = X
N Log(N)

1 U(r) has O (not a utility) as its minimum and approaches 1 (most likely to be
a utility) as its maximum

1 Relies on a static call graph to measure fan-in and fan-out of each routine
1 Based on extensive experimental studies

1 An improvement to the metric was proposed by Rohatgi and Hamou-Lhadij
and in which impact analysis is used instead of fan-in analysis



Trace Summarization Process
Tio |

1 Step 1: Set the parameters for the summarization
process (exit condition, etc.)

1 Step 2: Remove implementation details (constructors,
accessing methods)

0 Step 3: Detect and remove utility components

0 Step 4: Output the result



Application of Trace Summarization

o The trace summarization was applied to a trace that
initially contained 97413 routine calls to successfully

extract a summary from this trace that contained
453 calls!

7 The results were validated with the designers of the

target system
0 The summary was confirmed to be an excellent

representation of the main content of the trace



Trace Abstraction Techniques
I

O
O
- Data Collection

[



Data Collection Based Abstraction

Techniques
m_

0 The idea is to reduce trace size by considering only certain
events

o This results in smaller traces that can be further abstracted out

0 Systd et al. proposed an approach that combines static and
dynamic techniques to explore large traces
o Static analysis is used to select only parts of the system that need
to be analyzed using dynamic analysis
® Based on information extracted from the user’s request

o Additional processing of the resulting trace using pattern detection
techniques are applied to extract a high-level view of the trace



Sampling
ol

1 Sampling is another technique used often to reduce the
size of traces during its generation

1 Walker et al. proposed several sampling criteria that can
be used to generate small traces. Examples include:

O the events that appear after a certain timestamp only
O a snapshot of the call stack every x™ event and so on

o Ete.

01 The challenge is to find the adequate sampling
parameters for the understanding of a specific feature



Monotone Subsequence Summarization
-1

o Kuhn and Greevy introduced the Monotone
Subsequence Summarization (Grouping) technique

o Starting from the first event, a group is built by adding
events with the same or with higher nesting level

0 When facing a decrease greater than a threshold
known as gap size, a new group is created

o The result is groups of events identified by the first
event. The events of each group are hidden in a
repository for later exploration



Comparing Abstraction Techniques

11 Cornelissen et al. conducted a comparison of
four abstraction techniques:
O Monotone Subsequence Summarization (Grouping)
o Stack depth limitation
o0 Language-based filtering
o Sampling



Evaluation Metrics
Cae |

o Actual output size: The actual size of the output
dataset after reduction

1 Computation time: The amount of time spent on the
reduction, in seconds

o Information Preservation: Preservation of events per
type. Three types are defined:

o High-level events (no fan-in)
O Low-level events (no fan-out), and

0 Medium-level events (remaining events)



Application
20

0 Each of the four techniques is applied on several
traces

0 The reductions conform to the maximum output size
of the trace

1 Seven thresholds with values between 1000 and

1000000 are applied

1 196 runs are performed



Average Reduction Success Rates
I
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Performance
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Information Preservation

1 Subsequence summarization attains the best results

0 Sampling technique is the least useful technique in
preserving high-level and medium-level events in our
context

0 Stack depth limitation and language-based filtering
techniques preserve low-level events at the cost of
medium-level events.



Summary of the Resulis

Subsequence summarization | Stack depth limitation | Language-based filterings | Sampling
reduction success rate 0 0 - +
performance - 0 0 +
information preservation + 0 -
Where:

+ Good Results
o Acceptable Results
— Bad Results



Trace Abstraction Techniques
I

[
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o Visualization Techniques



Trace Abstraction Techniques Based on
Visualization

N
7 Many tools have been developed to help analysts
in the process of studying execution traces

7 These tools provide a collection of trace abstraction
techniques supported by visualization techniques in
a graphical user interface mode

o They also provide a set of features that visualize
the traces and enable user interactions



o o o o o o o o o o0 o o O

Trace Analysis Tools that Support

Trace Abstraction Techniques

Shimba

ISVis

Ovation

Jinsight

Scene

Program Explorer
Collaboration Browser
AVID

SEAT

OSE

TPTP

LTTNg and LTTV
VET

Systd et al.
Jerding et al.
De Pauw et al.
De Pauw et al.
Koskimies et al.
Lange et al.
Richner et al.
Walker et al.
Hamou-Lhadj et al.
Bennett et al
Eclipse Plugin
Desnoyers et al.

McGavin et al



Presentation Features
I

1 Layout: Defining the standard through which a sequence diagram is laid
out.

o Multiple Linked Views: Providing a number of views that are linked
together.

1 Highlighting: Highlighting a part of the sequence corresponding to user
selection.

o Hiding: Providing the ability to hide some information.
7 Visual Attributes: Using colors and shapes.
o Labels: Labeling classifier, messages, and return values.

o Animation: Supporting animation.



Interaction Features
Tae |

O

Selection: Selecting elements to manipulate, filter, or slice
Component Navigation: Navigating between components and instances

Focusing: Providing techniques such as: collapsing, partitioning, an showing
related messages to selected objects only

Zooming and Scrolling: Enlarging or reducing the size of the components,
and moving up, down, left or right

Querying and Slicing: filtering information, and selecting parts related to
the selected component

Grouping: Grouping objects, messages, repeated patterns

Annotating: Describing grouped components, to store user notes while
exploring the diagram
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Jinsight (DePauw et al.)
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thread interactions, detecting
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Scene

Koskimies et al.
EN

7 Scen (SCENario Enviroment) is a visualization tool
that helps analyzing object oriented systems.

0 It generates scenario diagrams from execution
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Conclusion
Ca |

0 We presented and discussed several trace abstraction
techniques and tools that can be used to understand large
traces

o1 Four category of techniques:
o Pattern detection
o Utility removal
O Data collection

1 Visualization features

01 These techniques and tools vary in their design, their usage,
and their effectiveness



Future Work
I

1 We will continue comparing and studying trace abstraction
techniques

0 We will present a complete study on the next scheduled meeting

1 We will start collecting traces generated from multi-core
systems to build a trace bank on which we can test our
techniques

1 We will start developing a new abstraction algorithm that
combines key features from various categories

o The objective is to be able to compare and analyze traces
generated from various runs of a system



Thank You!

Questions and Discussion
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